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***Abstract*—UML state machines and composite structure mod- els are efficient to design the behavior and structure of ar- chitectures. In Model Driven Engineering (MDE), code can be automatically generated from the models. Nevertheless, current UML tools only produce skeleton code which is then fine-tuned by programmers. The modifications in code, which may violate the architecture correctness, must be synchronized with the model to make architecture and code consistent. However, current approaches cannot handle the synchronization when there is a significant abstraction gap between architecture and code. This paper proposes to ease synchronization between model and code, through a bidirectional mapping between code and architecture specified by UML composite structure and state machine. The proposed mapping is a means for a synchronization mechanism proposed in our previous work, which allows concurrent modifi- cations made in model and code, and keeps them synchronized. We propose an evaluation plan for the approach and expose preliminary experimental results**

1. INTRODUCTION

Unified Modeling Language (UML) has been widely used in Model-Driven Engineering (MDE) to describe architecture of complex systems [1]. An event-driven architecture is useful for designing embedded systems [2]. UML class, composite structure, and State Machine diagrams prove to well capture such architecture [3]. Approaches have been proposed in the context of Model-Driven Engineering (MDE) to automatically translate the architecture represented by the UML diagrams into an implementation [3].

Current UML tools and approaches are not sufficient to exploit the fine-grained behavior of the architecture. These tools only produce skeleton code [4], which must then be tailored by programmers for fine-grained and algorithmic code. The modifications of generated code might violate the architecture correctness. In such a case, the modifications in the code must be reflected back to the model. To deal with it, several approaches such as separation [5] and reverse engineering [6] use specialized comments to separate user- modified code and generated code. However, these approaches only work for modifications within the user area. One of the reasons, that makes the reflection of the modifications in the code back to the model hard, is the lack of a bidirectional mapping between the architecture model specified by the aforementioned diagrams and code [7].

This paper describes an approach which enables the bidi- rectional mapping between architecture model and code. We argue that current programming language elements are at lower level of abstraction than software architectures. To establish a

bidirectional mapping, our approach leverages the abstraction level of an object-oriented language by creating additional constructs for expressing architectural information. The estab- lished mapping is then combined with our synchronization mechanism presented in [8].

The remainder of this paper is organized as follows: Sec- tion II describes our mapping approach. Section III presents our evaluation plan and preliminary experimental results. We discuss related work in Section IV. The conclusion and future work are presented in Section V.

1. APPROACH FOR BIDIRECTIONAL MAPPING

This section presents our bidirectional mapping approach.

1. *Approach overview*

Current programming language elements are at a lower level of abstraction than architecture elements [9]. To establish a bidirectional mapping, we therefore raise the abstraction level of a standard programming language by introducing additional programming constructs. We demonstrate the case, in which the programming language is C++.

Fig. 1 shows the overview of our approach. From a standard programming language, the additional constructs are created to form an **Extended Programming Language**, which is the working language for programmers. We establish a bidi- rectional mapping between the architecture model and the **Extended code**, which conforms to the extended language. The latter is semantically closer to the architecture since it adds language constructs for modeling concepts that have no direct representation in common object-oriented languages, notably ports, connectors and state-machine elements. At the same time, it is as close as possible to the existing standard language in order to minimize additional learning efforts.

The additional constructs are created by using specialized mechanisms of the standard language such as templates, and macros in C++ and annotations in Java. The **Extended code** containing the additional constructs is syntactically conform- ing to the standard programming language. By this way, the **Extended code** can seamlessly reuse legacy code written in the standard programming language and programming facilities such as syntax highlighting and auto-completion in Integrated Development Environments (IDEs) for assisting the develop- ment of the **Extended code**. **Extended code** is supplemented into **Standard code**. The latter supplements **Extended code** to make it executable.
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with *pure virtual* methods in C++) equivalent to the interface required/provided by a UML port. *BidirectionalPort<R,P>* (not shown) is also proposed to map to UML bidirectional ports, which have one required and one provided interface.

Lines 21 and 25 show ports with a required interface and lines 29-30 show ports with a provided interface of the *Producer*, *Consumer*, and *FIFO* classes.

**Binding:** A binding (see Table I, row 3) connects two ports equivalently to a UML connector connecting two UML ports.

Port requiring

Attribute typed

Ports *pPush* and *pPull* at lines

A binding is a method call to our predefined method *bindPorts.*

an interface *I* by *RequiredPort*<I> 21 and 25

Lines 7-8 shows two invocations of *bindPorts*, which takes

Port providing Attribute typed Ports *pPush* and *pPull* at

an interface *I* by *ProvidedPort*<I> lines 29-30

Connector Binding Lines 7-8

State Machine *StateMachine* The FIFO state machine at

lines 34-59

State *State/InitialState* State *SignalChecking* at lines 36-39

Region *Region* Not shown in this paper

as input two ports (the two ports of the producer and fifo, for example). Each class associated with a UML component contains a single configuration (as a method in lines 6-9) containing bindings. The configuration method is restricted to contain only invocations to *bindPorts* for synchronization ease. Other model elements in the class diagram are mapped to

Pseudo state Attribute typed

by pseudo type

The *dataChoice* pseudo state at line 49

the corresponding elements as in industrial tools such as IBM

Action/Effect Method Methods at lines 60-65

Transitions Transition table Transition table at lines 51-58 Event Event The call event at line 50

In the next subsection, we present the additional constructs with an illustrative example.

1. *Bidirectional mapping through an example*
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The behavior of *FIFO* is described by using a UML State
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c

Rhapsody and Enterprise Architect. For example, the *p, fifo,*

*c* UML parts are mapped to the composite attributes of the *System* class; the UML operations and properties are mapped to the class methods and attributes (not shown in the paper), respectively; the UML interfaces (*IPush* and *IPull*) mapped to classes with pure virtual methods (lines 11-18) (in C++).

*2) Behavioral constructs:* These constructs map to UML State Machine concepts. They are categorized into three parts: topology, events, and transition table in the extended code. **Topology:** A topology contains the constructs to describe the state machine hierarchy. The root of the topology is specified via the *StateMachine* as in Fig. 2. Other elements such as *region*, *state*, and *pseudo state* are hierarchically defined as its sub-elements.

State actions such as *entry/exit/doActivity*s are declared within the corresponding state in the extended code as its attributes. These actions must be implemented in the owning class and have no parameter. For example, *Idle* is an initial state. The *SignalChecking* state (lines 36-39) is declared with the state actions, *entryCheck* and *exitCheck*. The *FIFO* class

Machine as shown in Fig. 2

. Initially, the *Idle* state is

implements the methods *entryCheck* and *exitCheck* (lines 60-

active. The state machine then waits for an item to arrive at the *fifo* component (through the *pPush* port). The item is then checked for its validity before verifying the availability of the queue to decide to either add the item to the queue or discard it.

Table I shows some of the UML meta-classes and the equiv- alent constructs in the extended language. The constructs are categorized into *structural* (three upper rows) and *behavioral constructs* (seven lower rows).

*1) Structural constructs:* We explain the constructs used for representing the architecture structure.

**Port:** Template-based constructs are proposed in the extended language to map with the architecture structure specified by UML ports. *RequiredPort<T>* and *ProvidedPort<T>* (see Table I) are equivalent to UML uni-directional ports, which have only one required or provided interface. The *T* template parameter is an interface in code (e.g. *interface* in Java or class61) for the state actions.

Concurrent states with orthogonal regions in the extended code are not shown here due to space limitation. Pseudo states can be declared within *Statemachine/states/regions* in the extended code, which have syntax similar to class attribute declarations. For example, line 49 in Fig. 2 declares the *dataChoice* choice pseudo state mapping to the corresponding pseudo state in the *FIFOMachine* model.

**Events:** Events defined in UML are mapped to our constructs, which support four UML event types including *CallEvent*, *TimeEvent*, *SignalEvent*, and *ChangeEvent*. The semantics of these events are clearly defined in the UML specification and beyond the paper’s scope.

**Transition table:** It describes the mapping of our syntactical constructs to UML transitions at the model level. Three kinds of UML transitions, *external*, *local*, and *internal*, are supported but this paper only presents external transitions.
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System

p : Producer

1. **class** System **{**
2. **public:**
3. Producer p**;**
4. Consumer c**;**
5. FIFO fifo**;**
6. **void** configuration()**{**
7. **bindPorts(**p**.**pPush**,** fifo**.**pPush**);**
8. **bindPorts(**c**.**pPull**,** fifo**.**pPull**); 9. }**

**10.}**

**11.class** IPull **{ 12.public:**

13. **virtual** Data**\*** pull**() =** 0**; 14.}**

**15.class** IPush **{ 16.public:**

17. **virtual void** push**(**Data**&** data**) =** 0**; 18.}**

**19.class** Producer **{ 20.public:**

21. **RequiredPort<**IPush**>** pPush**; 22.};**

**23.class** Consumer **{ 24.public:**

25. **RequiredPort<**IPull**>** pPull**; 26.};**

**27.class** FIFO **: public** IPush**,** IPull **{ 28.public:**

1. **ProvidedPort<**IPush**>** pPush**;**
2. **ProvidedPort<**IPull**>** pPull**;**
3. Data**\*** pull**(){**//fine-grained code**}**
4. **void** push**(**Data**&** data**){**//..**}**
5. //attributes + methods…
6. **Statemachine** FIFOMachine **{**
7. **InitialState** Idle**;**
8. **State** SignalChecking **{**
9. **StateEntry** entryCheck**;**
10. **StateExit** exitCheck**;** 39. **};**
11. **State** ErrorNotification **{**
12. **StateEntry** entryError**;** 42. **};**
13. **State** DataQueuing **{**
14. **StateEntry** entryQueue**;**
15. **PseudoChoice** queueChoice**;**
16. **State** Queuing**;** 47. **};**
17. **State** Discarding**;**
18. **PseudoChoice** dataChoice**;**
19. **CallEvent(**DataPushEvent**,**push(Data&)**);**
20. **TransitionTable {**
21. **ExT(**Idle**,**SignalChecking**,**
22. DataPushEvent**,NULL,**signalCheck**);**
23. **ExT(**SignalChecking**,**dataChoice**,**
24. **NULL,NULL,NULL);**
25. **ExT(**dataChoice**,**queueChoice**,**
26. **NULL,**Valid**,NULL);**

58. **} 59.};**

**60.void** entryCheck**(){**//fine-grained code**} 61.void** exitCheck**(){**//fine-grained code**} 62.void** entryError**(){**//fine-grained code**} 63.void** signalCheck**(**Data**&** item**) {**

64.//trans effect from Idle to SignalChecking

**65.}**

**66.}**

d
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Fig. 2. Architecture model and generated extended code

For example, line 50 shows a call event, which is emitted whenever there is an invocation of the *push* method of the *FIFO* class. The processing of the emitted event fires the transition from *Idle* to *SignalChecking*, and executes the *sig- nalCheckingEffect* method, which is the effect of the transition. The data item brought by the invocation will be checked for validity and further put to the queue or discarded. Note that *signalCheckingEffect* has the same formal parameters with the *push* method.

1. *Transformation*

The transformation creates **Standard code** supplement the extended code to be executable in order for programmers to compile, debug, and execute.

In the transformation, we generate a *controller* class for each class containing bindings or state machine elements and create connections between parts through ports (see lines 15-19 and 5-10 in Listing 1). The fine-grained code in the extended code will be called by the controlling (standard) code or the controller classes. Listing 1 shows the generated standard code. *SystemController* is associated with *System* by referring to the system object through a pointer *pSys*. It also declares a *controller* attribute typed by *FIFOController* associated with *FIFO*. During code execution, the required and provided interface of the *pPush* ports of *Producer* and *FIFO*, respectively, refer to the controller of *FIFO*. The *required* and *provided* attributes are actually declared within the port constructs as described in II-B in order for programmers to write fine-grained code. In this case, when a programmer wants to call the *push* method provided by *FIFO*, she/he only needs to write *pPush.required->push(data)*, which will call the *push* method implemented by the FIFO controller. The *pPush* ports refer to *controller* because a call event associated with *push* is declared within *FIFOStateMachine*. In order to process the event emitted by calling the *push* method of *FIFO* through

its *pPush* port, an appropriate method for event processing is called before the call to *push* of *FIFO* through a reference to *FIFO* (lines 20-23).

Listing 1. Generated controller classes

1 **c l a s s** S y s t e m C o n t r o l l e r {

2 **p u b l i c** :

3 System *∗* p Sys ; F I F O C o n t r o l l e r c o n t r o l l e r ;

4 **void c o n f i g u r a t i o n** ( ) {

5 c o n t r o l l e r . p F i f o=&pSys *−*> f i f o ;

6 pSys *−*>p . p Push . r e q u i r e d=& c o n t r o l l e r ;

7 pSys *−*> f i f o . p Push . p r o v i d e d=& c o n t r o l l e r ;

8 pSys *−*>c . p P u l l . r e q u i r e d = pSys *−*> f i f o ;

9 pSys *−*> f i f o . p P u l l . p r o v i d e d = pSys *−*> f i f o ;

10 }

11 }

12 **c l a s s** F I F O C o n t r o l l e r : **p u b l i c** IPush {

13 **p u b l i c** :

14 FIFO*∗* p F i f o ;

15 **void** p r o c e s s D a t a P u s h E v e n t ( Data& s i g ) {

16 / /checkt h eI d l es t a t ea c t i v e

17 / /c a l lt h et r a n s i t i o ne f f e c tp Fifo *−*>s i g n a l C k e c k(s i g)

18 / /s e tt h eS i g n a l C h e c k i n gs t a t ea c t i v e

19 }

20 **void** push ( Data& d a t a ) {

21 p r o c e s s D a t a P u s h E v e n t ( d a t a ) ;

22 p Fifo *−*>push ( d a t a ) ;

23 }

24 }

The interfaces of the *pPull* ports are simply referred to the fifo (lines 8-9) because no event should be emitted and processed in case of an invocation to the *pull* method.

By this transformation, the programmers can execute and debug the extended code and modify the architecture at the code level while keeping the mapping between the model and the code bidirectional.

1. PRELIMINARY EVALUATION RESULTS AND PLAN

The mapping is used in the implementation of our model- code synchronization tool [8] as an extension of Papyrus [10]. This section shows our preliminary results and plan to evaluate our approach in combination with our synchronization [8].

**Correctness:** We will evaluate the correctness of the synchro- nization of architecture model and code using our proposed mapping. Three cases are planned: (1) can the extended code and mapping be used to reconstruct the original architecture model? (2) if the extended code is modified, can the modifica-

tions made be propagated back to the model? and (3) if both extended code and model are concurrently modified, can the mapping be used for synchronization?

**Semantic-conformance:** We assess the preservation of UML semantics in the code. In [11], we show our experiments to test the runtime execution of the code against the precise semantics of UML State Machine standardized by OMG in [12] with a test suite consisting 66 test cases. 62 out of 66 cases passed leaving for future to fix failed test cases.

**Standard code efficiency:** We target resource-constrained em- bedded systems. Hence, event processing speed and memory usage are critical. We compare the efficiency of the generated code with the code generated by some UML tools and source code libraries in [11]. The results show that the code in our approach runs fast and requires little memory.

**Feasibility and scalability:** We plan to use the mapping with our synchronization approach to develop an embedded software case study.The mapping and synchronization are feasible and scalable if efficient development is possible.

1. RELATED WORK

Our work is related to following tools and approaches. **Reverse engineering tools:** Several tools [6] create code from UML models using a bidirectional mapping between UML class concepts and object-oriented code. However, when it comes to UML composite structure and state machines, no tools support a bidirectional mapping and synchronization.

**Separation:** Specialized comments [5] such as @generated NOT are used to preserve code modified by programmers by separating the modified code from generated code. However, this approach does not intend to synchronize model-code using a bidirectional mapping as ours. Furthermore, if accidental changes happen to the comments, modified code cannot be preserved [13]. *xMapper* [13] overcomes limitations of the separation by separating generated and modified code in dif- ferent classes. However, it does not allow reverse engineering code elements back to architecture elements.

**Textual modeling (TMLs) and architecture description (ADLs) languages:** TMLs such as Umple [14] and textual ADLs can have bidirectional mapping to UML elements. The difference is that the extended code in our approach is syntactically valid and compilable by standard compilers such as GCC for C++ while the TMLs and ADLs are not. In ours, programmers can use the familiar combination of a standard language and IDE [8] while the programmers are forced to change their working environment to efficiently use the TMLs. **Language extension:** The Boost library [15] tries to build a bidirectional mapping between C++ and UML State Machine. However, Boost does not support different UML events and component-based concepts. ArchJava [16] adds structural con- cepts such as part and port to Java. However, ArchJava does not provide a mapping between of architecture behavior and code. Furthermore, ArchJava it not standard Java and facilities of IDEs such as auto-completion are not compatible.

1. CONCLUSION

We have presented a bidirectional mapping between code and architecture model specified by UML class, composite structure, and state machine diagrams. The idea is to raise the abstraction level of an existing programming language in order to reduce the abstraction gap between modeling and coding. The mapping is used as input in our model-code synchronization mechanism presented in [8].

For the moment, the approach is implemented for UML and C++. In the future, we will extensively evaluate the approach for different aspects: synchronization correctness, feasibility, and scalability. Furthermore, we will apply our approach to other programming languages such as Java and C# and investigate how this work may scale to modern architectures.
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